**Final Project – Alex Dorodko – 200454517**

**Overview:** The program has four classes. One handles all of the user input (UserInput.java), one handles everything related to the board (Board.java), the third one handles the two core functions (CoreFunctions.java) and the final one is the main method which executes the application (TicTacToe.java).  
  
The game itself is a game of Tic-tac-toe which includes basic visual graphics, designed for two players. Player X always goes first, so the two players must decide among themselves who that will be. The users will keep marking letters on the board until all of the spaces are taken, or one of the users win. At the end of the game, the user is asked if they would like to play again, if the answer is yes, the game starts up again.

**TicTacToe.java (Main Method)**

/\*\* Application Purpose: This class handles all of the interactions with the user.

\* Author: Alex Dorodko

\* Date: 05/DEC/2020

\* Time: 12:50 PM

\*/

import java.util.\*;

import java.util.Scanner;

public class TicTacToe

{

public static void main(String[] args)

{

//Initiating the userinput and board objects.

UserInput input = new UserInput();

Board board = new Board();

//Starting a try/catch block to catch any exceptions, in addition to the one in the coreCode funtion.

try

{

//Introduction

System.out.println("Hello, welcome to a game of Tic Tac Toe. Here, you can play the game with two players, each taking turns. \nThere will be player X, and player O. Player X goes first, so you can choose between each other who that is.\n");

//Executing the main function which runs the game, and if at the end they would like to play again, the while loop executes again.

do

{

CoreFunctions.coreCode();

input.playAgain();

}

while (input.playAgainValue.equals("Y"));

}

//If the user enters incorrect array index, prevents the program from crashing.

catch (ArrayIndexOutOfBoundsException e)

{

System.out.println("You have entered an invalid number for rows or collumns. Starting the game over.");

CoreFunctions.coreCode();

}

//If the user inputs a char or string instead of an int, it also catches the exception.

catch (InputMismatchException e)

{

System.out.println("You have entered a character instead of a number for row or collumns. Starting the game over.");

CoreFunctions.coreCode();

}

}

}

**UserInput.java (Handles user input)**

/\*\* Application Purpose: This class shandles all of the interactions with the user.

\* Author: Alex Dorodko

\* Date: 06/DEC/2020

\* Time: 12:35 AM

\*/

import java.util.Scanner;

public class UserInput

{

//This is all of my private variables.

private Scanner sc = new Scanner(System.in);

private Board board = new Board();

private int round = 1;

private int newRow;

private int newCollumn;

//Static varible so i can retrieve the data directly in a different class.

public static String playAgainValue = " ";

//Method for asking for the row.

public int rowRq()

{

System.out.println("\nEnter the row where you would like to place the letter: ");

return sc.nextInt();

}

//Method for asking for the collumn.

public int collumnRq()

{

System.out.println("Enter the collumn where you would like to place the letter: ");

return sc.nextInt();

}

//Method for checking if the row value is valid (between 1-3), if not, ask for it again.

public int rowValueCheck(int row)

{

newRow = row;

while (newRow > 3 || 0 >= newRow)

{

System.out.println("This number is not betweeen 1-3. Enter the row where you would like to place the letter: ");

newRow = sc.nextInt();

}

return newRow;

}

//Method for checking if the collumn value is valid (between 1-3), if not, ask for it again.

public int collumnValueCheck(int collumn)

{

newCollumn = collumn;

while (newCollumn > 3 || 0 >= newCollumn)

{

System.out.println("This number is not betweeen 1-3. Enter the collumn where you would like to place the letter: ");

newCollumn = sc.nextInt();

}

return newCollumn;

}

//This is a method to prevent the user from being able to place a letter o nthe board where a letter is already applied.

public void positionCheck(int row,int collumn, String board[][])

{

while (board[row - 1][collumn - 1] != " ")

{

System.out.println("A letter is already placed here, try another location. Enter the row where you would like to place the letter: ");

row = sc.nextInt();

System.out.println("Enter the collumn where you would like to place the letter: ");

collumn = sc.nextInt();

}

}

//This is a method to ask the user if he/she would like to play again.

public void playAgain()

{

System.out.println("\nWould you like to play again? (Y/N)");

playAgainValue = sc.nextLine().toUpperCase();

while (playAgainValue.equals("Y") != true && playAgainValue.equals("N") != true)

{

System.out.println("Invalid Answer. Would you like to play again? (Y/N)");

playAgainValue = sc.nextLine().toUpperCase();

}

if (playAgainValue.equals("Y"))

{

round += 1;

System.out.println("----- Round " + round +" -----");

}

else if (playAgainValue.equals("N"))

{

System.out.println("\nHope you had a good time, goodbye!");

}

}

}

**CoreFunctions.java**

/\*\* Application Purpose: This class stores the core functions of the TicTacToe

\* Author: Alex Dorodko

\* Date: 05/DEC/2020

\* Time: 03:00 PM

\*/

import java.util.\*;

public class CoreFunctions

{

//This checks if the provided user won the game, or if its a tie.

public static boolean winCheck(String board[][], boolean win, String ltr)

{

//bottom horizontal 1

if (board[2][0] == ltr && board[2][1] == ltr && board[2][2] == ltr)

{

System.out.println("Player " + ltr + " won!");

win = true;

}

//middle horizontal 2

else if (board[1][0] == ltr && board[1][1] == ltr && board[1][2] == ltr)

{

System.out.println("Player " + ltr + " won!");

win = true;

}

//top horizontal 3

else if (board[0][0] == ltr && board[0][1] == ltr && board[0][2] == ltr)

{

System.out.println("Player " + ltr + " won!");

win = true;

}

//vertical left 4

else if (board[0][0] == ltr && board[1][0] == ltr && board[2][0] == ltr)

{

System.out.println("Player " + ltr + " won!");

win = true;

}

//vertical middle 5

else if (board[0][1] == ltr && board[1][1] == ltr && board[2][1] == ltr)

{

System.out.println("Player " + ltr + " won!");

win = true;

}

//vertical right 6

else if (board[0][2] == ltr && board[1][2] == ltr && board[2][2] == ltr)

{

System.out.println("Player " + ltr + " won!");

win = true;

}

//top left to bottom right 7

else if (board[0][0] == ltr && board[1][1] == ltr && board[2][2] == ltr)

{

System.out.println("Player " + ltr + " won!");

win = true;

}

//top right to bottom left 8

else if (board[0][2] == ltr && board[1][1] == ltr && board[2][0] == ltr)

{

System.out.println("Player " + ltr + " won!");

win = true;

}

//Checking if all the slots are filled up, and if there is no winner, it is a tie.

int counter = 0;

for (int i = 0; i < 3; i++)

{

for (int j = 0; j < 3; j++)

{

if (board[i][j] != " ")

{

counter += 1;

}

}

}

if (counter == 9)

{

System.out.println("Draw!");

win = true;

}

return win;

}

public static void coreCode()

{

int row;

int collumn;

boolean win = false;

Board board = new Board();

UserInput input = new UserInput();

try

{

while (win == false)

{

//Outputting the board

board.getBoard();

//Stating the current player's turn.

System.out.println("Current Turn: Player X");

//requesting the coordinates where to put the letter

//Asking for the row, and making sure the value is valid.

row = input.rowRq();

row = input.rowValueCheck(row);

collumn = input.collumnRq();

collumn = input.collumnValueCheck(collumn);

//Checking if a letter is already positioned there

input.positionCheck(row, collumn, board.getBoardValues());

//Setting the new letter in the array of values

board.setLetter(row, collumn, "X");

//Outputting the board

board.getBoard();

//Checking if the person won

win = CoreFunctions.winCheck(board.getBoardValues(), win, "X");

if (win == true)

{

break;

}

System.out.println("Current Turn: Player O");

//requesting the coordinates where to put the letter

//Asking for the row, and making sure the value is valid.

row = input.rowRq();

row = input.rowValueCheck(row);

collumn = input.collumnRq();

collumn = input.collumnValueCheck(collumn);

//Checking if a letter is already positioned there

input.positionCheck(row, collumn, board.getBoardValues());

//Setting the new letter in the array of values

board.setLetter(row, collumn, "O");

//Outputting the board

board.getBoard();

//Checking if a person won. If one did, end the loop.

win = CoreFunctions.winCheck(board.getBoardValues(), win, "O");

if (win == true)

{

break;

}

}

}

//If the user enters incorrect array index, prevents the program from crashing.

catch (ArrayIndexOutOfBoundsException e)

{

System.out.println("You have entered an invalid number for rows or collumns. Starting the game over.");

CoreFunctions.coreCode();

}

//If the user inputs a char or string instead of an int, it also catches the exception.

catch (InputMismatchException e)

{

System.out.println("You have entered a character instead of a number for row or collumns. Starting the game over.");

CoreFunctions.coreCode();

}

}

}

**Board.java**

/\*\* Application Purpose: This class stores all varibales and methods related to the TicTacToe board.

\* Author: Alex Dorodko

\* Date: 06/DEC/2020

\* Time: 10:49 PM

\*/

import java.util.Scanner;

public class Board

{

//Creating the board array

private String[][] board = { {" ", " ", " "},

{" ", " ", " "},

{" ", " ", " "} };

//This is the method to retrieve the board, formatted with values.

public void getBoard()

{

System.out.println(" 1 2 3" +

"\n1 " + board[0][0] + " | " + board[0][1] + " | " + board[0][2] + " " +

"\n -----|-----|-----" +

"\n2 " + board[1][0] + " | " + board[1][1] + " | " + board[1][2] + " " +

"\n -----|-----|-----" +

"\n3 " + board[2][0] + " | " + board[2][1] + " | " + board[2][2] + " \n");

}

//This is a method to set a value of the board.

public void setLetter(int row, int collumn, String ltr)

{

this.board[row - 1][collumn - 1] = ltr;

}

//This is the method to get the board values raw, without formatting.

public String[][] getBoardValues()

{

return board;

}

}

------------------------------------------------------------------------------------------------------------

***Declaration of understanding***

*I understand that plagiarised answers will receive a grade of zero and an academic misconduct.*

*I understand that an academic misconduct will result in an automatic zero in the assignment in the event that this is my first offense and an automatic grade of zero in the course if this is my second offense.*

*I understand that all answer material, must be original material.*

*I understand that plagiarism means to present someone else’s material as my own.*

*I understand that to copy material from the internet, text books, course slides, or any other source, is a form of plagiarism.*

*I understand that to copy material from the internet, text books, course slides or any other source, and then to change a few variable names etc. in that material is a form of plagiarism.*

*I understand that to copy material from the internet, text books, course slides or any other source, and then to slightly modify that material is a form of plagiarism.*

*I understand that the appropriate way to complete this assignment is to write and test all of the code myself while referencing other sources for general guidance.*

*I have read and clearly understand each one of these statements, and accept the responsibility and penalty for any actions that I take which may contravene any one of these statements.*

*Name (type)* ***Alex Dorodko***

*Student Number:* ***200454517***

*Signature: (draw with mouse or tablet pen): ![](data:image/png;base64,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)*

------------------------------------------------------------------------------------------------------------